**HOMEWORK 4 -Q1**

**Sadiya Amreen**

Problem 1 (25 points):

For this problem, you will tune and apply kNN and compare it to other classifiers. We will use the wine quality data, which has a number of measurements about chemical components in wine, plus a quality rating. There are separate files for red and white wines, so the first step is some data preparation. a. Load the two provided wine quality datasets and prepare them by (1) ensuring that all the variables have the right type (e.g., what is numeric vs. factor), (2) adding a type column to each that indicates if it is red or white wine and (2) merging the two tables together into one table (hint: try full\_join()). You now have one table that contains the data on red and white wine, with a column that tells if the wine was from the red or white set (the type column you made).

# Preprocessing data:

getwd()

## [1] "C:/Sadiya Studies/Data Science/DS441-Fundamts DS/homework"

print(setwd("C:/Sadiya Studies/Data Science/DS441-Fundamts DS/homework"))

## [1] "C:/Sadiya Studies/Data Science/DS441-Fundamts DS/homework"

library(astsa)  
library(caret)

## Loading required package: ggplot2

## Loading required package: lattice

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(e1071)  
library(ggplot2)  
library(tidyverse)

## ── Attaching packages  
## ───────────────────────────────────────  
## tidyverse 1.3.2 ──

## ✔ tibble 3.1.8 ✔ purrr 0.3.4  
## ✔ tidyr 1.2.1 ✔ stringr 1.4.1  
## ✔ readr 2.1.2 ✔ forcats 0.5.2  
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ purrr::lift() masks caret::lift()

library(rpart)  
library(rattle)

## Loading required package: bitops  
##   
## Attaching package: 'bitops'  
##   
## The following object is masked from 'package:astsa':  
##   
## %^%  
##   
## Rattle: A free graphical interface for data science with R.  
## Version 5.5.1 Copyright (c) 2006-2021 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

#Creating two tables and joining them  
whitewine1 <- read.csv("1-winequality-WHITE.csv", sep = ";", header = TRUE) #create excel table by spearating ';'  
redwine1 <- read.csv("2-winequality-RED.csv", sep = ";", header = TRUE) #create excel table by spearating ';'  
type1 <- rep(c('red'), each = 1599) # Create type coloumn with lable red  
redwine1$type <- type1 # # add type coloumn with lable red using $ sign  
summary(redwine1)

## fixed.acidity volatile.acidity citric.acid residual.sugar   
## Min. : 4.60 Min. :0.1200 Min. :0.000 Min. : 0.900   
## 1st Qu.: 7.10 1st Qu.:0.3900 1st Qu.:0.090 1st Qu.: 1.900   
## Median : 7.90 Median :0.5200 Median :0.260 Median : 2.200   
## Mean : 8.32 Mean :0.5278 Mean :0.271 Mean : 2.539   
## 3rd Qu.: 9.20 3rd Qu.:0.6400 3rd Qu.:0.420 3rd Qu.: 2.600   
## Max. :15.90 Max. :1.5800 Max. :1.000 Max. :15.500   
## chlorides free.sulfur.dioxide total.sulfur.dioxide density   
## Min. :0.01200 Min. : 1.00 Min. : 6.00 Min. :0.9901   
## 1st Qu.:0.07000 1st Qu.: 7.00 1st Qu.: 22.00 1st Qu.:0.9956   
## Median :0.07900 Median :14.00 Median : 38.00 Median :0.9968   
## Mean :0.08747 Mean :15.87 Mean : 46.47 Mean :0.9967   
## 3rd Qu.:0.09000 3rd Qu.:21.00 3rd Qu.: 62.00 3rd Qu.:0.9978   
## Max. :0.61100 Max. :72.00 Max. :289.00 Max. :1.0037   
## pH sulphates alcohol quality   
## Min. :2.740 Min. :0.3300 Min. : 8.40 Min. :3.000   
## 1st Qu.:3.210 1st Qu.:0.5500 1st Qu.: 9.50 1st Qu.:5.000   
## Median :3.310 Median :0.6200 Median :10.20 Median :6.000   
## Mean :3.311 Mean :0.6581 Mean :10.42 Mean :5.636   
## 3rd Qu.:3.400 3rd Qu.:0.7300 3rd Qu.:11.10 3rd Qu.:6.000   
## Max. :4.010 Max. :2.0000 Max. :14.90 Max. :8.000   
## type   
## Length:1599   
## Class :character   
## Mode :character   
##   
##   
##

type <- rep(c('white'), each = 4898) # create type coloumn with lable white  
whitewine1$type <- type # add type coloumn with lable white using $ sign  
summary(whitewine1)

## fixed.acidity volatile.acidity citric.acid residual.sugar   
## Min. : 3.800 Min. :0.0800 Min. :0.0000 Min. : 0.600   
## 1st Qu.: 6.300 1st Qu.:0.2100 1st Qu.:0.2700 1st Qu.: 1.700   
## Median : 6.800 Median :0.2600 Median :0.3200 Median : 5.200   
## Mean : 6.855 Mean :0.2782 Mean :0.3342 Mean : 6.391   
## 3rd Qu.: 7.300 3rd Qu.:0.3200 3rd Qu.:0.3900 3rd Qu.: 9.900   
## Max. :14.200 Max. :1.1000 Max. :1.6600 Max. :65.800   
## chlorides free.sulfur.dioxide total.sulfur.dioxide density   
## Min. :0.00900 Min. : 2.00 Min. : 9.0 Min. :0.9871   
## 1st Qu.:0.03600 1st Qu.: 23.00 1st Qu.:108.0 1st Qu.:0.9917   
## Median :0.04300 Median : 34.00 Median :134.0 Median :0.9937   
## Mean :0.04577 Mean : 35.31 Mean :138.4 Mean :0.9940   
## 3rd Qu.:0.05000 3rd Qu.: 46.00 3rd Qu.:167.0 3rd Qu.:0.9961   
## Max. :0.34600 Max. :289.00 Max. :440.0 Max. :1.0390   
## pH sulphates alcohol quality   
## Min. :2.720 Min. :0.2200 Min. : 8.00 Min. :3.000   
## 1st Qu.:3.090 1st Qu.:0.4100 1st Qu.: 9.50 1st Qu.:5.000   
## Median :3.180 Median :0.4700 Median :10.40 Median :6.000   
## Mean :3.188 Mean :0.4898 Mean :10.51 Mean :5.878   
## 3rd Qu.:3.280 3rd Qu.:0.5500 3rd Qu.:11.40 3rd Qu.:6.000   
## Max. :3.820 Max. :1.0800 Max. :14.20 Max. :9.000   
## type   
## Length:4898   
## Class :character   
## Mode :character   
##   
##   
##

rtable <- full\_join(redwine1, whitewine1, all = TRUE) #join two table with full join function

## Joining, by = c("fixed.acidity", "volatile.acidity", "citric.acid",  
## "residual.sugar", "chlorides", "free.sulfur.dioxide", "total.sulfur.dioxide",  
## "density", "pH", "sulphates", "alcohol", "quality", "type")

1. Use PCA to create a projection of the data to 2D and show a scatterplot with color showing the wine type.

#Use PCA and create scatter plot with wine type.  
data\_1 = rtable %>% select(-c(type)) #Remove type col  
pca = prcomp(data\_1) #Saving pca as data frame  
rotated\_data = as.data.frame(pca$x)  
rotated\_data$Color <- rtable$type  
ggplot(data = rotated\_data, aes(x = PC1, y = PC2, col = Color)) + geom\_point() #Create scatter plot

![](data:image/png;base64,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) c.We are going to try kNN, SVM and decision trees on this data. Based on the ‘shape’ of the data in the visualization from (b), which do you think will do best and why?

##Inference:  
#We use KNN because SVM has a lot of points and they get overlapped and hyperboundary dosent coincide.   
#In Decision tree, the categorical variable is not being used Hence choosing KNN.

1. Use kNN (tune k), use decision trees (basic rpart method is fine), and SVM (tune C) to predict type from the rest of the variables. Compare the accuracy values – is this what you expected? Can you explain it? Note: you will need to fix the columns names for rpart because it is not able to handle the underscores. This code will do the trick (assuming you called your data wine\_quality): colnames(wine\_quality) <- make.names(colnames(wine\_quality))

# KNN  
ctrl <- trainControl(method = "cv", number = 10)  
knn1 <- train(type~., data = rtable, method = "knn", trControl = ctrl, preProcess= c("center", "scale"), tuneLength = 15)  
knn1

## k-Nearest Neighbors   
##   
## 6497 samples  
## 12 predictor  
## 2 classes: 'red', 'white'   
##   
## Pre-processing: centered (12), scaled (12)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 5847, 5847, 5847, 5847, 5848, 5847, ...   
## Resampling results across tuning parameters:  
##   
## k Accuracy Kappa   
## 5 0.9926118 0.9800547  
## 7 0.9930734 0.9812993  
## 9 0.9933808 0.9821334  
## 11 0.9924575 0.9796914  
## 13 0.9933811 0.9821530  
## 15 0.9930731 0.9813499  
## 17 0.9930729 0.9813584  
## 19 0.9930731 0.9813516  
## 21 0.9930729 0.9813391  
## 23 0.9929190 0.9809306  
## 25 0.9927652 0.9805204  
## 27 0.9927652 0.9805204  
## 29 0.9926114 0.9801102  
## 31 0.9919955 0.9784498  
## 33 0.9919955 0.9784516  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was k = 13.

#SVM  
train\_control = trainControl(method = 'cv', number =10)  
grid <- expand.grid(C = 10^seq(-5,2,0.5))  
svm1 <- train(type~., data = rtable, method = "svmLinear", trControl = train\_control, tuneGrid = grid)  
svm1

## Support Vector Machines with Linear Kernel   
##   
## 6497 samples  
## 12 predictor  
## 2 classes: 'red', 'white'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 5847, 5848, 5847, 5847, 5847, 5847, ...   
## Resampling results across tuning parameters:  
##   
## C Accuracy Kappa   
## 1.000000e-05 0.7538865 0.000000000  
## 3.162278e-05 0.7541941 0.001872731  
## 1.000000e-04 0.9301249 0.791996531  
## 3.162278e-04 0.9846106 0.957932795  
## 1.000000e-03 0.9903051 0.973760734  
## 3.162278e-03 0.9915361 0.977175635  
## 1.000000e-02 0.9924596 0.979673868  
## 3.162278e-02 0.9935368 0.982555995  
## 1.000000e-01 0.9943060 0.984631403  
## 3.162278e-01 0.9950753 0.986701432  
## 1.000000e+00 0.9950753 0.986698013  
## 3.162278e+00 0.9953830 0.987523582  
## 1.000000e+01 0.9953830 0.987523582  
## 3.162278e+01 0.9953830 0.987523582  
## 1.000000e+02 0.9952291 0.987104644  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was C = 3.162278.

#decision tree  
train\_control = trainControl(method = 'cv', number =10)  
tree1 <- train(type~., data = rtable, method = "rpart", trControl = train\_control)  
tree1

## CART   
##   
## 6497 samples  
## 12 predictor  
## 2 classes: 'red', 'white'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 5848, 5848, 5847, 5848, 5847, 5847, ...   
## Resampling results across tuning parameters:  
##   
## cp Accuracy Kappa   
## 0.06253909 0.9513588 0.8637129  
## 0.06754221 0.9307365 0.8048305  
## 0.70043777 0.8351670 0.3816070  
##   
## Accuracy was used to select the optimal model using the largest value.  
## The final value used for the model was cp = 0.06253909.

1. Use the same already computed PCA again to show a scatter plot of the data and to visualize the labels for kNN, decision tree and SVM. Note that you do not need to recreate the PCA projection, you have already done this in 1b. Here, you just make a new visualization for each classifier using its labels for color (same points but change the color). Map the color results to the classifier, that is use the “predict” function to predict the class of your data, add it to your data frame and use it as a color. This is done for KNN in the tutorial, it should be similar for the others. Consider and explain the differences in how these classifiers performed.

#knn  
rotated\_data$Color = as.factor(knn1$trainingData$quality)  
ggplot(data = rotated\_data, aes(x = PC1, y = PC2, col = Color))+ geom\_point()

![](data:image/png;base64,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)

#tree  
rotated\_data$Cluster = as.factor(tree1$trainingData$quality)  
ggplot(data = rotated\_data, aes(x = PC1, y = PC2, col = Cluster))+ geom\_point()
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#svm  
rotated\_data$Color = as.factor(svm1$trainingData$quality)  
ggplot(data = rotated\_data, aes(x = PC1, y = PC2, col = Color)) + geom\_point()
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